**Linear vs. Binary Search**

( **Linear Search** )

Techniques used to search arrays include the linear search, also known as a sequential search. For the linear search approach, a search is performed through an element by element comparison basis, from either the beginning to the end or from the end to the beginning. For this type of model the list may be in any order, i.e. the list does not have to be in a sorted order.

**(Binary Search)**

Steps

To analyze the binary search algorithm, leaf thru each comparison of a sorted array to eliminate about half of the remaining items from consideration till you find your target value. If you start with *n* items, *about* n/2 items will be left after your first comparison. After your second comparison, there will be *about* n/4 items left and so on till your left with one item to find if your target is found or not.

-Sample algorithm to find a given targeted value if it exists in a list

**boolean bSearch(A, target)**

lo = 0, hi = n - 1

while lo <= hi

mid = (hi+lo)/2

if A[mid] == target:

**return** **true**

else if A[mid] < target:

lo = mid+1

else:

hi = mid-1

**return false** // target was not found

BS Time complexity

Best case O(1) / Avg. Case O(log n) / Worst Case O(log n)

Speed comparisons

![](data:image/png;base64,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)

BSearch process example

What would be the maximum number of comparisons needed for an array list with elements consisting of **{1,2,5,10,15,21}** items and a target value of **2**? Circle the appropriate amount of comparisons shown below as your answer.

|  |  |
| --- | --- |
| **Comparisons** | **n items left to compare in list** |
| 1 | n/2 |
| 2 | n/4 |
| 3 | n/8 |
| 4 | n/16 |